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ABSTRACT Automation systems within nuclear laboratories are intended to work under harsh operating
conditions. Selective Production of Exotic Species (SPES) is a nuclear research facility currently under
construction by the Istituto Nazionale di Fisica Nucleare, dedicated to the production and study of radioactive
ion beams. Isotopes are produced within the target ion source unit, a vacuum vessel that must be replaced
on a regular basis. The highly radioactive environment necessitates the deployment of a set of automated
systems dedicated to the unit’s remote management. To meet high-level security standards, the design of
such instrumentation and control systems must include extensive verification. Based on specific safety
requirements, model checking can be used to assess the systems’ correctness. This article describes how
to employ an integrated toolchain to design, simulate, formally verify, and deploy the control software for
the Horizontal Handling Machine, a safety-critical remote handling system in operation at SPES. The IEC
61499 standard’s adoption led to a redesign of the control logic. Following a preliminary online simulation,
the closed-loop system has been formally verified using the NuSMV symbolic model checker, with the
help of the FB2SMV converter. In addition, the Function Blocks Modeling Environment tool was used for
automating verification and analyzing counterexamples.

INDEX TERMS Formal verification, IEC 61499, isotope separation online (ISOL), model checking,
NuSMV, radioactive ion beams (RIBs), remote handling, Selective Production of Exotic Species (SPES),
simulation.

I. INTRODUCTION
Automation systems in nuclear laboratories must comply
with strict safety requirements to avoid any potential risk
to personnel or equipment. The critical operating environ-
ment generally discourages innovation in the design of control
software, leading to an old-fashioned approach still today in
the Industry 4.0 era. However, the introduction of distributed
control systems based on modern standards would be advan-
tageous for operational and safety challenges. This paradigm

shift will lead to the development of smarter systems
based on flexible and reconfigurable automation architectures.
In this context, the evolution from applications based on
IEC 61131-3 [1] toward IEC 61499 [2], [3] solutions would
provide key tools to face the design and verification challenges
typical of complex distributed control systems. The main ad-
vantages of this migration include:

1) flexible, reconfigurable, and scalable architecture;
2) modular design and standardized function blocks (FBs);
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3) simulations and offline and online verification;
4) formal model checking techniques.
The Selective Production of Exotic Species (SPES) facil-

ity [4] can be considered an attractive use case to demonstrate
the advantages of implementing safety-critical control sys-
tems based on IEC 61499. The Istituto Nazionale di Fisica
Nucleare (INFN) is currently developing an experimental
plant at Legnaro National Laboratories for multidisciplinary
research on radioactive ion beams (RIBs) produced through
the isotope separation online technique [5]. Isotopes are gen-
erated, as fission reaction products, from the collision of a
high-energy proton beam (40 MeV, 200 µA) with a mul-
tifoil uranium carbide target [6] consisting of seven UCx
disks [7]. The target ion source (TIS) unit [8] is identified
as the core of the process. Here, the isotopes are produced
and extracted for further studies in the field of nuclear physics
and for medical applications. Unfortunately, aging of target
and source materials requires regular replacement of the TIS
unit to maintain high efficiency. This is difficult in view of the
specific operational conditions. Indeed, the highly radioactive
environment precludes any human operation. For this reason,
the management of the TIS unit is entrusted to a remote
handling framework [9], conceived to fulfill its specific life
cycle. The safe operation and reliability of mobile robots op-
erating in complex scientific facilities are essential features
that need to be assessed [10]. In the SPES case, the auto-
mated systems involved in the replacement procedure face
an intense radiation field generated by various contributions,
such as the TIS unit [8], the residual front-end activation [11],
and the isotopes deposition along the RIB line [12]. Oper-
ational safety is the outcome of an integrated strategy that
combines the formal verification of control software with
the deployment of inherently safe design principles to the
hardware. In our work, we focused on the most critical re-
mote handling task: the automated removal of a radioactive
TIS unit from the SPES Front-End. The main objectives of
the study are to demonstrate the benefits of the migration
of IEC-61131-based software to an IEC 61499 architecture
and to implement offline and online software verification
techniques. This contribution describes the development of
flexible and reconfigurable control software based on IEC
61499, along with its formal verification through an inte-
grated toolchain, for a safety-critical remote handling system:
the Horizontal Handling Machine (HHM) depicted in Fig. 1.
The provided implementation demonstrates how to incorpo-
rate modular nondeterministic transitions (NDTs) in formal
verification to improve the model’s realism while limiting
complexity.

The rest of this article is organized as follows. Sec-
tion II discusses the related works and the problem statement.
Section III explains the design and formal verification ap-
proach adopted for a radioactive material remote handling
system. Sections IV and V describe the approach used to per-
form online simulations and formal verification, respectively.
Section VI presents the main results of the work. Finally,
Section VII concludes this article.

FIGURE 1. HHM is the primary remote handling vehicle in operation at the
SPES facility.

II. RELATED WORKS AND PROBLEM STATEMENT
Designing control systems for industrial applications, partic-
ularly those involving nuclear-based materials, is of utmost
importance. It is essential to adopt an approach that offers
a flexible, portable, reconfigurable, and scalable architecture.
In this context, the use of design patterns within the field of
industrial cyber-physical systems (iCPS) employing the IEC
61499 standard emerges as a favorable strategy for designing
such systems [13], [14]. These design patterns, originating
from experienced system designers, hold significant value in
the field of software engineering [15].

A. IEC 61499: A MODEL-DRIVEN APPROACH TO BUILD
COMPLEX CONTROL SYSTEMS
IEC 61499 [2] is a standardized framework employed in the
field of industrial automation for the modeling of distributed
control systems [16]. The language’s flexibility greatly con-
tributed to its popularity for this type of projects. The use of
advanced design patterns is crucial during the development of
applications, which are defined as platform-independent mod-
els composed of modular components, in order to properly
exploit this potential, achieving a high level of reusabil-
ity, and ensuring greater reconfigurability of the underlying
systems [17]. Christensen et al. [18] introduced a model-
driven approach for distributed control systems, employing
the model-view-control design pattern [19] within the context
of IEC 61499 systems. The existing body of literature has
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extensively investigated a variety of model-driven software
design and engineering approaches that can be employed for
the development of control systems, with a particular empha-
sis on their application to iCPS [14]. Bonfé et al. [20] examine
the packaging industry practices and present design patterns
specifically tailored for model-driven software design and im-
plementation. Moreover, similar design patterns are proposed
in [21], [22], and [23].

Safety of control software is an additional factor that
becomes crucial in specific applications, such as laborato-
ries dealing with nuclear-based materials. In these contexts,
comprehensive testing is imperative to mitigate the risk of
potentially catastrophic issues arising from even minor errors.
The verification challenge of IEC 61499 has been acknowl-
edged since the early stages of the standard’s development and
evaluation [24], [25]. To achieve the most thorough verifica-
tion, closed-loop modeling has been suggested, necessitating
the inclusion of plant modeling [26]. The implementation of a
model-driven approach facilitates simulation in the loop [27],
[28], enabling thorough testing and identification of system
errors.

During the design process, simulation plays a crucial
role in assessing the overall behavior of the control sys-
tem, ensuring its compliance with expected outcomes and
assisting in the process of virtual commissioning [29]. How-
ever, despite being advantageous in identifying flaws, this
tool does not provide a guarantee of system reliability. For-
mal verification techniques have, thus, been proposed, as a
promising approach to automatically verify the correctness
and safety of automation systems. Specifically, the model
checking integration in closed-loop verification [30] assists in
the identification of design weaknesses in the model through
the use of counterexamples. The closed-loop architecture,
encompassing both the controller and the plant, depicts the
overall behavior of the system. This design approach works
successfully for both simulation and formal modeling appli-
cations [31].

B. FORMAL VERIFICATION TECHNIQUES FOR MODULAR
INDUSTRIAL CONTROL SYSTEMS: CHALLENGES AND
STRATEGIES
Model checking includes formal verification methods that
are used as trustworthy tools to grant the correctness of in-
strumentation and control systems [32], [33], [34]. These
techniques have been employed in a wide range of disci-
plines, including avionics [35], [36], automotive [37], [38],
[39], and nuclear power plants [40], [41], [42], [43]. Despite
their remarkable benefits for the validation of complex au-
tomation control logics, the computing requirements of model
checking techniques may frequently represent a bottleneck
in their use [44]. Several approaches have, thus, been pro-
posed to reduce their computational complexity [45], [46],
[47]. Furthermore, special care should be taken to guarantee
that the system model’s architecture reflects the behaviors
of actual systems [48]. The entire verification procedure is
completed in three phases. Creating a formal version of the

actual system is the first step. At the second stage, the model
and temporal logic specifications are fed into a verification
tool. NuSMV [49] is a symbolic model checker based on
binary decision diagrams (BBDs), whereas SPIN [50] is an
explicit state software verification suite. In the third step,
the tool reports whether or not the specification was met.
A sequence of the model’s states where the specification
does not hold will also be provided, if possible, as a coun-
terexample [51]. Unfortunately, despite the values of the
model variables being included in each element of the se-
quence, counterexamples are unable to reveal their inherent
dependencies or internal structure [52]. In an effort to make
model checking more user-friendly, a number of visualization
tools [53] have been created in recent years to assist users in
understanding system behavior during specification violations
and to identify the source of the problem [54], [55], [56]. This
method’s ultimate goal is to identify design flaws in the con-
troller. In [57], a novel framework is presented for the design
and validation of industrial automation systems using formal
methods, specifically leveraging the IEC 61499 architecture
and the automation object concept. The proposed approach
enables the comprehensive process of designing, simulating,
formally verifying, and deploying pick-and-place systems.
Several technologies are available for formally modeling and
validating industrial control systems [58]. The VEDA tool, for
instance, is designed to support the formal verification of IEC
61499 systems within a closed-loop context. Although VEDA
supports the modeling of the controller using a Petri net repre-
sentation, representing the plant component requires manual
effort. Recent research demonstrates the automatic genera-
tion of plant models from event logs [59], [60], simplifying
the arduous task of constructing formal models for control
engineers. Furthermore, interactive learning techniques have
played a crucial role in enabling the automatic generation of
controller FBs [61], thereby greatly facilitating the process
of formal verification. The introduction of FB2SMV [62] en-
abled the creation of SMV models as formal representation
derived from the IEC 61499 FBs within the system. This
process allows us to take advantage of the great potential pro-
vided by NuSMV industry-grade model checker [49]. Given
the introduced benefits, a significant effort has been made into
including formal verification tools within the design process.
The development of a seamless process that links engineering
with verification was outlined in [63]. The toolchain includes
an IEC-61499-compliant engineering environment, a con-
verter for translating FBs into SMV code, the NuSMV model
checker, and utilities for interpreting counterexamples. The
presented approach aims to facilitate the design, simulation,
formal verification, and distributed deployment of automa-
tion software for a cyber-physical system (CPS). To achieve
this, a problem-oriented notation within the IEC 61499 syn-
tax is suggested, enabling the creation of comprehensive
closed-loop models. The proposed methodology addresses the
challenge of verifying and analyzing FBs implemented in the
IEC 61499 standard by providing a toolchain that supports
continuous development and testing of distributed control
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FIGURE 2. Proposed workflow for the validation of safety-critical automation systems.

systems. Liakh et al. [64] detail the creation of a model
checking plug-in designed for IEC 61499 systems within the
Function Blocks Modeling Environment (FBME) [65] graphi-
cal development environment. This plug-in automates various
stages of the process, including the conversion of the system
into a formal model, model checking, and the provision of
visual explanations for counterexamples.

Despite the undeniable benefits introduced by the IEC-
61499 standard, which provides a reference architecture and
models for distributed control system development, the lack
of established methodologies and theoretical foundation for
iCPS poses a challenge for the development of new CPS
applications. In particular, the integration of the aforemen-
tioned technologies into real industrial applications might be
challenging due to the actual complexity of the solution and
the time required for both the CPS implementation and veri-
fication. Indeed, while some examples for basic systems are
provided in [63], it is still not clear whether the described
techniques can be applied to complex CPS. The goal of this
work thus, is to provide real-world strategies for developing
modular applications, implementing automatic verification
procedures, and reducing system complexity. In this article,
we demonstrate how the described techniques can be ap-
plied in the refactoring and verification of a safety-critical
control system. The following sections give a detailed ex-
planation of each component of the implemented workflow,
which is illustrated in Fig. 2. The development of a modu-
lar and portable system model, the reduction of verification
complexity through the partial incorporation of NDTs, and the
implementation of an automatic verification procedure are the
fundamental novelties of the proposed solution.

III. CASE STUDY
An illustrative example is used to describe the entire formal
verification process of a CPS, which includes the IEC 61499
software remodeling, the partial introduction of NDTs to con-
duct symbolic model checking under realistic conditions, and
the visualization of counterexamples. The case study covered
in this article is a safety-critical remote handling system used
to transport and store radioactive material within a nuclear
research facility. In this work, we propose the refactoring
of an IEC 61131 control software with a new flexible and

reconfigurable architecture based on the IEC 61499 standard.
In addition, formal modeling and verification tools have been
implemented to validate the effectiveness of the designed
solution.

A. HORIZONTAL HANDLING MACHINE
The primary remote handling vehicle used to manipulate and
transfer the TIS unit within the SPES target area is known as
the HHM. This system, depicted in Fig. 1, enables the safe
removal of an irradiated TIS unit from the SPES Front-End
and transport to the temporary storage system, an automated
storage rack designed to house up to 54 TIS units for long-
term radioactive decay. Following the TIS unit removal, the
HHM is employed to install a new TIS unit on the SPES Front-
End in preparation for a new irradiation cycle. The machine
consists of a Cartesian manipulator located on the top of an au-
tomated guided vehicle. While the vehicle allows movement
between different areas, the manipulator is used for the collec-
tion of the TIS unit, its storage, and the upcoming installation.
Here, brushless motors are used for the precise positioning of
three linear axes. Two of them (trolley and crane) allow the
TIS units to move along the longitudinal and vertical direc-
tions, respectively. The third (elevator) allows for the vertical
movement of a shielded box, which is used to secure the TIS
unit during transport. The manipulator’s end-effector consists
of a redundant pneumatic gripper able to engage both the TIS
unit and the shielding box lid. The machine control software
is based on IEC 61131 and runs on an onboard programmable
logic controller (PLC) (Schneider Electric M340). Since its
conception as a safety-critical automation system, the design
of the HHM has incorporated inherently safe principles. In
addition, the system has been assessed using specific proba-
bilistic risk assessment techniques to evaluate the most severe
failure scenarios and validate the implemented independent
protection layers. In this context, software formal verifica-
tion acts as a fundamental protection layer that can reduce
the risk of system failure, potentially leading to unintended
maintenance interventions in areas with a significant environ-
mental dose rate. The HHM software logic supports multiple
operating modes and motion sequences based on the type of
remote handling task. Among the existing operational proce-
dures, we focused on the most critical task: the removal of an
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irradiated TIS unit and subsequent storage inside the shield-
ing box during transport. During this procedure, the HHM
is facing the SPES Front-End, and all actions are carried out
by the Cartesian manipulator. The onboard PLC controls the
sequence management, which includes the axes movements,
the pneumatic gripper, and the reading of the various hard-
wired signals from the limit switches demanded to detect the
proper positioning of the radioactive TIS unit. This scenario
has been considered as critical since a potential fault during
the execution would necessitate a maintenance intervention
under severe radiological conditions, leading to a significant
personnel exposure.

The operation consists of the following steps.
1) The trolley initially moves ahead to pick up the TIS unit.
2) The crane descends, engages the TIS unit, and rises to

the top positions.
3) The trolley moves to the middle position on top of the

open shield box while holding the TIS unit.
4) The crane lowers the TIS unit, while the elevator raises

the box. Once in position, the gripper releases the pay-
load.

5) The manipulator finally closes the box with the lid.
The finite-state machine (FSM) is depicted in Fig. 3.

B. IEC 61499 IMPLEMENTATION
The HHM control software was initially designed in accor-
dance with the IEC 61131-3 standard; an overview of the
software section implementing the main state machine as a
case structure is reported in Fig. 4. With the advancement of
technology, the IEC 61499 introduction suggested a complete
code refactoring in the direction of a more modern, modular,
and flexible architecture, where it would be possible to change
the behavior of the system by acting on a single FB. The re-
modeled application of the HHM control logic was developed
using the EcoStruxure Automation Expert tool. The software
architecture is built on FBs linked to Moore-type FSMs known
as execution control charts (ECCs) [66]. An overview of the
global composite FB model is available in Fig. 5. One of
the many benefits provided by the IEC 61499 refactoring,
aside from supporting formal verification, is the introduction
of a modular, standardized, and reusable architecture for the
development of FBs. This strategy results in improved code
organization and the potential to “certify” the behavior of
the FBs, thus reducing the verification complexity in subse-
quent applications. In addition, the existing IEC 61131 design,
which is based on structured text (ST), incorporates global
variables within the program to track the program execution.
Since the software’s behavior is not always evident, this poses
a serious concern. In contrast, IEC 61499 provides for the
explicit specification of the dependencies and interactions be-
tween different FBs. The elevator, trolley, crane, and gripper
are the key actuation groups employed in this application.
Each of these mechatronic systems, which work together to
securely encase the TIS unit in the shielding box, is supervised
by a dedicated controller. The following sections provide a
detailed description of the main FBs.

FIGURE 3. TIS unit pick-up sequence’s finite state machine.

1) LINEAR MOTION AXES
A standardized pair of controller and plant FBs can be used to
conceptually model the three linear axes. Using a modular and
reusable strategy, the development work can be significantly
decreased. In addition, it makes it possible for the system to be
easily reconfigured in order to achieve alternative capabilities
in the future. The core FB AXE_CMD, which implements an
absolute positioning control system, is shared by the three
linear axes. The FB and the correspondent ECC are displayed
in Fig. 6. The plant FB precisely sets the axis according to the
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FIGURE 4. Original HHM control program, based on IEC 61131-3
structured text.

destination coordinates and provides the POS_REACHED sig-
nal to the controller once the motion is completed. The given
target position directs the AXE_CMD to the preset coordinates.
The FB acknowledges its arrival and stops it once it reaches
the designated spot. A visual representation of the elevator
linear motion axis is reported as an example in Fig. 7.

2) GRIPPER
The operating mode of the HHM pneumatic gripper differs
from the abovementioned systems due to its inherent discrete
logic. Gripper CLOSE or OPEN commands are processed
when the REQ event is triggered. The FB provides two output
signals to indicate when the relevant “closed” or “open” state
has been reached.

3) SEQUENCE CONTROLLER
The SEQUENCE FB manages the integration of the various
subsystems and the overall HHM behavior throughout the
execution of the remote handling sequence. The precise list
of tasks is defined within the correspondent ECC. Each FSM
state is associated with a set of actions carried out by a specific
algorithm. Motion actions are started by setting the desired
position for a specific axis and sending the GO command to the
appropriate controller. The reception of the POS_REACHED
command from the plant FB causes the transition to the next
state. In our case study, the sequence controller FB imple-
ments a state machine that refers to a single HHM task:
the TIS unit pickup sequence. This sequence has been ex-
amined as a representative example. The system’s adaptable
architecture will make it possible to incorporate more motion
sequences in the future by updating a single FB.

4) SUPPORT FUNCTION BLOCKS
The INIT FB initializes the system and prepares it to
perform the desired procedure at the start of software ex-
ecution. The user can then choose between manual and
automatic HHM operating modes by using the TRIGGER and
MODE_SELECTION FBs. While the first allows the user to di-
rect the HHM behavior, the automatic mode forces the system
to stick to the Sequence controller’s state machine logic. The
ESTOP FB, as the last support FB, offers the ability to stop the
execution at any time. This feature protects the system from
internal or external failure caused by unfavorable conditions.

IV. SIMULATION MODEL
IEC 61499 applications can typically be tested using dynamic
(online) or static (offline) techniques. In order to ensure safety
in a system that has already been deployed and is in use,
the first group of techniques seeks to monitor it in its op-
erating state. Conversely, offline safety measures are meant
to reduce fault risk at the design stage and test the system
before use [67]. In our work, we focused on offline verification
methods aimed at fault removal. This process can be accom-
plished at the designed stage using formal verification tools
or online testing techniques. Software simulation involves
feeding the program with input sequences that replicate the
behavior of the actual system and determining whether or not
the program’s outputs comply with specific requirements. The
adopted development suite includes a native human–machine
interface (HMI), which may be used as a command center and
to simulate system execution. Composite automation types
(CATs) were used to model a range of mechatronic compo-
nents for the simulated plant. This feature facilitates testing of
the system’s simulation behavior in a common environment
because CATs can be directly linked to both HMI objects and
FBs. Inputs were used to link the controller FBs to the relevant
CAT blocks, replicating the real-world behavior of the mecha-
tronic components in the system. The HHM representation
implemented in the HMI is shown in Fig. 8, where the three
linear motion axes are linked to distinct CAT blocks. Each axis
plant FB is connected to a dedicated AXE_CMD controller,
which selects the desired position set point from a prede-
fined pool of coordinates and triggers the motion request. In
response to the controller’s inputs, the plant block validates
the coordinates, performs the movement, and acknowledges
its arrival at the predetermined location. The axis motion may
be stopped at any time by activating a STOP input event. The
GR_CMD FB opens or closes the clamp based on the input
signal from the controller. In order to interlock the option of
releasing the payload only in particular positions, the GR_CMD
is additionally provided with the axes’ actual positions.

We should emphasize that the HMI CATs provide a more
accurate representation of the system behavior when com-
pared to the axis plant FBs discussed in Section III. While
in the basic implementation, the plant FB will only trigger
the POS_REACHED signal after an arbitrary time, here, an
integrator simulates the linear axis movement and sends the
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FIGURE 5. IEC 61499 global composite FB of the HHM model.

FIGURE 6. Overview of the controllers dedicated to the HHM linear
motion axes and gripper. (a) AXE_CMD FB. (b) AXE_CMD ECC.

FIGURE 7. Visual representation of the elevator linear motion axis.
(a) Bottom position. (b) Top position.

actual position coordinates to the correspondent object in the
HMI allowing the user to follow the motion while it is being
executed. Further debugging tools, such as runtime monitor-
ing blocks, can also be employed to detect specific critical
conditions. The software’s modularity allows for the indepen-
dent and concurrent development of the controller and plant
FBs. Each FB will be initially tested and debugged with the
aid of custom mock-up blocks. As they reach maturity, they

FIGURE 8. Graphical representation of the HHM CAT used in the HMI for
online monitoring and simulations.

can then be interconnected to run the simulation. After the
verification, the final stage will be to replace the simulation’s
plant FB with the actual system.

Unfortunately, simulations often cannot explore all possible
paths due to the huge size of state automata representing
industrial control software. This bottleneck makes them insuf-
ficient as an exhaustive verification method since it prevents
conclusive verification of program behavior in a reason-
able amount of time. Furthermore, the quality of the output
is also influenced by the automation engineer’s knowledge
and experience in selecting pertinent testing sequences that
may correspond to typical dangerous circumstances of the
controlled process [68]. To address these problems, formal
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TABLE 1. Description of the LTL Specifications Verified With NuSMV in the HHM Model

verification techniques have been established, which provide
methods for closed-loop (plant and controller) model check-
ing able to analyze a program in its entirety.

V. FORMAL VERIFICATION
The formal verification of finite-state systems, such as closed-
loop control algorithms, has been effectively accomplished in
the last ten years thanks to symbolic model checking based
on BDDs. These tools have been developed in the past to
overcome the state explosion problem in finite automata [47].
Model checking is the process of exploring the reachable
states of a model, which is described as an FSM, in order
to validate temporal logic specifications. When a property
is violated, the tool provides a counterexample in the form
of a sequence of states [46]. As previously mentioned, the
most well-known open-source model detection tools among
the available solutions are NuSMV and SPIN. In particular,
because of its extensive core capabilities and good scalabil-
ity, NuSMV is frequently used for reliability and security
verification of industrial designs [69]. This tool supports the
representation of synchronous and asynchronous finite-state
systems, and it allows for the verification of both linear
temporal logic (LTL) and computation tree logic (CTL) spec-
ifications using implicit methods. In more detail, it compares
a model against a property using a symbolic representation of
the specification [70].

Accurate modeling of the real system is essential in order
to validate the intended behavior of the device and detect
potentially undesirable states. This enables simulation and
verification of the apparatus prior to its actual operation. Since
the model is an abstraction, it may not include all relevant
characteristics of the real-world system or the context in
which it is embedded. Hence, a condensed version of the plant
FB can be used to create a reduced formal model, which can
then be verified utilizing symbolic model checking techniques
thanks to the NuSMV tool. As an illustration, in the pre-
sented use case, the AXE_CMD FB only takes into account the

beginning, intermediate, and final states rather than the motion
dynamic considered in the real system. This approximation is
still acceptable because the goal at this stage is to assess the
possible blockage within two locations instead of the specific
stop positioning.

Table 1 describes a collection of LTL expressions that
have been developed to identify potential critical problems.
Specifications 1–3 are meant to ensure that none of the three
linear motion axis plants enters the error state during system
execution. On the other hand, requirements 4 and 5 deal with
potential collision detection. More in detail, the first verifies
that trolley movements are inhibited when the crane is not
fully raised in the top position, and the second focuses on
the system configuration occurring while positioning the TIS
unit within the shielding box. Similarly to the last scenario,
the trolley must not move, while the elevator is raised and
the crane is lowered. Specification 6 aims to confirm that the
gripper only opens in a specific location: when the TIS unit
is lowered within the box (elevator up and crane down). A
batch script, detailed in Listing 1 in the Appendix, has been
developed to examine all the aforementioned requirements
with NuSMV and log data.

The LTL specifications were evaluated in two different
scenarios to test the reliability of the formal verification. As
described in Section III, the SEQUENCE FB implements an
FSM where the HHM axis movements are executed sequen-
tially to prevent any potential collision. If we specifically
consider state GRC_03_GRC_04 in Fig. 9, which corre-
sponds to the TIS unit picked up by the HHM Cartesian
manipulator, the subsequent path toward the shielding box
shall be carried out in three distinct steps: 1) backward move-
ment of the trolley axis; 2) lowering of the crane axis; and 3)
rising of the elevator. The described motion sequence and the
correspondent states are visible in Fig. 9(b). In our research,
we deliberately induced a design flaw in the control software
to determine if NuSMV was able to identify it. Specifically,
we updated the main FSM to launch the previously mentioned
actions in a parallel execution, with the three motion axes
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FIGURE 9. Comparison of the two investigated control sequences. (a) ECC of the controller FB implementing the parallel movement of the three linear
axes. (b) ECC in which the three movements are executed sequentially.

moving simultaneously, as shown in Fig. 9(a). Since it does
not always result in a fault condition, this type of design
error is particularly difficult to identify through conventional
simulations. The relative motion axes speeds do, in fact, affect
the likelihood of a collision. This implies that we may be able
to perform multiple simulations without observing any failure
event. The following section discusses how adding nondeter-
minism to the model can make it more realistic by taking into
account the impact of nonidealities found in the real world
and allowing for the early identification of potential system
defects. With regard to the test under discussion, NDTs within
axes plant FBs seek to change the amount of time required to
get the POS_REACHED signal, directly impacting the relative
speed between concurrent axis movements. The violation of
LTL specification 5 in Table 1 allows for the detection of the
collision occurrence.

A. DISCRETE-STATE PLANT MODELING IN FBS WITH NDTS
The original system, created to exploit the visualization and
online verification capabilities provided by EcoStruxure Au-
tomation Expert, needs to be reduced and adapted in order

to apply formal verification methods. The elevator, trolley,
and crane components were modeled in this study by a sim-
plified FB that embodies the intended behavior of the actual
system while omitting the features used for visualization. As
opposed to the simulation scenario where each component
was modeled using a single FB, this global plant model has
been implemented to capture the behavior of the three lin-
ear motion axes collectively. Thus, by discretizing the plant
model’s FB while maintaining its functional capabilities, the
original complex model can be reduced to a simpler represen-
tation. The AXE_PLANT component features two data inputs
(GO and POS_IN) and two data outputs (POS_REACHED
and POS_OUT). The system may simulate real-world behav-
ior using the NDT event’s random signal emission, which
enables the discovery of previously undetected faults using
CTL or LTL specifications. As an example, Fig. 10 depicts
a potential scenario in which an NDT has been introduced
in the ECC associated with elevator plant FB. In this case,
the plant enters the GO state upon receiving the controller’s
GO signal, and following the NDT event, it reaches the END
state. The physical meaning of this NDT is that the transition
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FIGURE 10. Example of injection of an NDT within the elevator plant
model.

between the GO and END states, i.e., the axis motion towards
a given position, might take an unspecified amount of time.
If a NOT_GO signal is generated while the plant is in the GO
state, it enters the STOP state and remains there until another
GO signal is activated. In the END state, the plant notifies
the controller that the task has been completed by setting
the value of POS_REACHED signal to TRUE. Following the
deactivation of the GO signal, the plant returns to the HOME
state.

The gripper plant model features two data inputs, OPEN
and CLOSE, and two data outputs, GRO and GRC. The model
initially enters the OPENING state when the controller sets
OPEN to TRUE. Second, it switches to the OPEN state in
response to an NDT signal. Similarly, when the controller sets
CLOSE to TRUE, the plant reaches the CLOSING state and,
following a random time delay caused by the NDT, enters the
CLOSED state. If the CLOSE command is activated during
the OPENING state, the model transitions to the CLOSING
state. If the OPEN command is activated during the CLOSING
state, the plant returns to the OPENING state and awaits for the
emission of the NDT signal. The discrete-state model of the
HHM was converted into an SMV model using the FB2SMV
tool. Subsequently, the verification has been carried out by
NuSMV, using an Intel core i7-10510U CPU@1.80 GHz
2.30 GHz with 32-Gb RAM. In an effort to mitigate the
state-space explosion problem, NDTs have gradually been
introduced into different sections of the model according to
the scenarios in Table 2. The progressive integration of NDTs
might be viewed as a feature of the proposed toolchain. While
it is true that critical faults might occur as a result of multiple
nondeterministic conditions acting simultaneously, in a first
verification stage, distinct blocks can be assessed indepen-
dently while maintaining the execution time within reasonable
limits.

B. TRACE ANALYSIS USING FBME
In our work, we used FBME [65], enhanced with trace
visualization and in-depth analysis capabilities, to examine

TABLE 2. NDT Scenarios Analyzed in the Study: NDTs are Progressively
Included in the Model

counterexamples and find the causes of violations of require-
ments.

One of the nontrivial tasks when using formal verification is
to analyze the resulting counterexample. Verifiers frequently
offer an output trail in a text format that is inconvenient
and confusing to the user. As a result, the user has to make
additional efforts to analyze the counterexample. The IEC
61499 code presents additional challenges due to the auto-
matic generation of the model for the verifier, which leads the
counterexample to utilize the notations of the input model.
Given an output trace, the following natural step is to deter-
mine the location of the error and investigate the underlying
causes. The nonimperative nature of IEC 61499 further com-
plicates this process. Moreover, current common IEC 61499
software development tools do not provide in-depth trace
analysis capabilities.

FBME is an integrated development environment (IDE) for
IEC 61499 applications, currently under active development
at the Luleå University of Technology (LTU). FBME is a
cross-platform, open-source, modular IDE that is based on
IntelliJ IDEA and the meta programming system (MPS) [71].
The MPS provides powerful tools for developing custom
domain-specific languages and also provides a platform for
creating custom IDEs. Modularity and extensibility are key
features of FBME, so the LTU has also extended FBME’s
functionality by adding enhanced capabilities to the visualiza-
tion and automatic analysis of IEC 61499 program execution
traces and counterexamples. The functionality to automati-
cally call NuSMV and generate a model for verification was
also seamlessly integrated into FBME.

The trace analysis in FBME is shown in Fig. 11. Trace is
stored in unified format [64] and can be obtained from differ-
ent sources: either from a simulation of the verifier model,
as a counterexample, or from the actual execution of the
IEC 61499 program. The entire trace history is displayed on
panel 1©. The user selects the trace step of interest and can
examine the state of the system. The values of all variables,
message counters and other data are also displayed on the
diagram itself (panel 2©), where changes that have occurred
in the current step are highlighted. In addition to clear vi-
sualization of the trace, FBME uses powerful techniques for
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FIGURE 11. FBME trace analysis.

its in-depth analysis. By examining the preceding code, this
method enables the user to visually locate the section of the
code that resulted in the problem. Visual explanation allows us
to establish causal relationships between different trace events
(note that the term “event” here is used in a broader sense, as
a change in system state, rather than an event in IEC 61499
terms). For instance, it might be possible to determine whether
a variable modification, an IEC 61499 event emission, or a
change in an ECC state produced a specific event. In this way,
the cause of the violation of a requirement can be identified.
An example of the result of visual explanation technique is
available in window 3©.

VI. RESULTS AND DISCUSSION
The initial phase of the project, which followed the software
remodeling based on IEC 61499, was devoted to validating
the model by launching various simulations directly within
the EcoStruxure Automation Expert suite. This was achieved
through the use of CATs, which allow FBs to be directly
linked to HMI objects. The application model and the HMI
have been developed independently. Once sufficiently stable,
the HMI plant FB was connected to the controller FBs, replac-
ing the existing simplified version of plant FBs. Launching
the online simulation, the user can monitor the sequence ex-
ecution. The software will begin in the initial state, progress
through specific checkpoints, and eventually reach the final
state. Unfortunately, even if the simulation does not report
any errors, this merely indicates that there exists a path where
it crosses all the checkpoints. Hence, using symbolic model
checking tools will provide a more thorough level of inves-
tigation. Prior to the verification procedure, it is crucial to
verify the accuracy of the formal model. This can be accom-
plished by simulating the model in NuSMV, where various

paths and random states are explored. The simulation assists
in demonstrating that the model properly covers all the ECC
states of the behavioral FB by tracing the path of ECC states. It
also helps to confirm that the generated formal model behaves
in accordance with the discrete-state model by providing in-
formation about the values of all the variables in each state.
The NuSMV simulation technique can detect changes in the
ECC and their impact on system behavior. Initially, using this
method, it will be possible to confirm that all paths leading
from the beginning to the end will pass through the crucial
checkpoint. As the second step, this assertion needs to be
proven even in the presence of nondeterminism. Indeed, the
introduction of NDTs may have resulted in the inclusion of
certain additional pathways in the application, and this is re-
flected in a larger state space with multiple routes. In contrast
to simulation, where we can test only one scenario, NDTs
allow us to evaluate several possibilities. The evidence that
the given specifications are validated in all of these paths will,
thus, extend the results of the online simulation. The six for-
mulated properties have been checked using a batch script that
reads the supplied SMV model and performs the verification,
logging both the execution time and result for each specifica-
tion. The quantity of memory needed to store and manipulate
BDDs is the primary limitation of model checking methods.
In light of this, the proposed implementation allows for the
gradual integration of NDTs into the model. This stepwise
approach provides better control over the model and allows for
faster specification analysis. The time required for NuSMV
to execute the formal verification of all the described LTL
specifications while altering the number of NDTs is depicted
in Fig. 12. It is evident that the gradual inclusion of NDTs
resulted in a global increase in execution time. Because of the
ample state space, it is feasible that with a larger number of
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FIGURE 12. Execution time required by NuSMV in different NDTs’ configuration.

NDTs, global verification of all pathways will fail. Reducing
the number of NDT points in this situation may be a viable
option for squeezing the state space to a tolerable size and
then gradually increasing it. Bounded model checking is an
alternate strategy that searches for a counterexample in execu-
tions whose length is constrained by some number k. If no bug
is discovered, k is increased until either a bug is discovered,
the problem becomes unmanageable, or some predetermined
upper bound is reached [46]. A key feature of the described
engineering framework is the ability to govern nondetermin-
ism. NDTs can be injected into specific locations to perform
formal verification in a particular configuration. This method
allows us to validate the automation system under particular
stress conditions. As discussed in Section V, the IEC 61499
application was formally verified following the purposeful
introduction of a design fault that might potentially lead to
a collision occurrence. Despite the difficulties in identifying
this failure condition using conventional simulations, NuSMV
was able to successfully accomplish this task, thus providing a
counterexample that demonstrates the violation of LTL prop-
erty 5 in Table 1. In the case under study, the amount of time
needed for the formal verification was comparable with what
was required for the same LTL expression in Scenario 7 (see
Fig. 12). However, it is difficult to formulate a generic state-
ment because the duration depends on the particular paths that
lead to the failure conditions. The evidence of the violation
is provided by NuSMV in the form of a failure trace, which

FIGURE 13. Graphical visualization of the counterexample trace produced
by NuSMV when an LTL specification is violated.

depicts a state sequence of system model transitions where
the specification is not met. Fig. 13 shows how, through the
use of specific visualization tools [53], it would be possible to
decode the output trace and examine the path that led to the
violation. This result is of great significance as it showcases
how the presented set of tools can be employed in the veri-
fication of complex safety-critical control systems, enabling
the early detection of potential failure conditions that would
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be extremely difficult to spot through traditional simulation
and testing techniques.

VII. CONCLUSION AND FUTURE WORK
In this article, we showed how to use an integrated toolchain
for the analysis and verification of the control software for a
real safety-critical automated system employed in the trans-
port and storage of radioactive material in a nuclear research
facility. The provided use case was intended to demonstrate
the actual feasibility of integrating the phases of modeling,
simulation, verification, and analysis in a complex system
using an automatic procedure. The study benefited from the
software redesign based on the IEC 61499 standard for several
kinds of reasons. First, it enabled the optimization of code
structure by defining standardized, modular, and reusable FBs
based on specific ECCs. Second, it allowed for the explicit
specification of the relationships and dependencies between
FBs while eliminating the incorporation of global variables.
Third, it supported the translation of the code into an SMV
model, thereby enabling formal verification of LTL safety
specifications. Finally, the incorporation of NDTs within dif-
ferent FBs facilitated the simulation of sequence execution
under realistic conditions. The developed IEC 61499 solu-
tion’s portability promotes the system to be integrated into
various toolchains. In the proposed example, we investigated
this feature by combining it with FB2SMV and FBME for
the verification of a set of LTL safety specifications. While
the first tool is used to extract the software formal model,
model verification is subsequently carried out using NuSMV.
FBME, on the other hand, is a comprehensive tool, capable
of automating the entire verification process by incorporating
automatic model generation, NuSMV verification, visualiza-
tion, and analysis of counterexample trace. The suggested
toolchain can be instrumental in the early identification of de-
sign flaws that could result in potential mechanical collisions.
The presented results emphasize the validity of the toolchain
by demonstrating the benefits of formal system verification
in detecting nontrivial design errors that may result in a fail-
ure event under specific circumstances. A key feature of the
proposed solution, in addition to modularity and portability,
is the deep control over localized NDT introduction. This
capability can be effective in reducing the process complexity,
permitting independent testing of specific FBs, and keeping
the time required by model checking within reasonable limits.
One limitation of the presented methodology resides in the
accuracy with which the IEC 61499 model represents the
actual system. Indeed, the necessity for mitigating the state
explosion problem ultimately led to the adoption of a simpli-
fied design, especially with regard to plant FBs. Ensuring a
high level of accuracy between the model and its real-world
equivalent is crucial during this phase. Furthermore, in the
provided use case, we investigated a single, albeit critically
important, remote handling procedure. Further developments
will allow the software model to be expanded to include more
system motion sequences and plant details, thus finalizing the

development of a digital twin of the primary SPES remote
handling system.

APPENDIX NUSMV SCRIPT

LISTING 1. Batch script used to check the LTL specifications with NuSMV.
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